perspective lab

Coding the Matrix, Summer 2013

Please fill out the stencil file named “perspective_lab.py”. While we encourage you to complete the
Ungraded Problems, they do not require any entry into your stencil file.

1 Lab: Perspective rectification

The goal for this lab is to remove perspective from an image of a flat surface. Consider the following image
(stored in the file board.png) of the whiteboard in my office:

Looks like there’s some interesting linear algebra written on the board!
We will synthesize a new image. This new image has never been captured by a camera; in fact, it would
be impossible using a traditional camera since it completely lacks perspective:



The technique for carrying out this transformation makes use of the idea of a coordinate system. Actually, it
requires us to consider two coordinate systems and to transform between a representation within one system
and a representation within the other.

Think of the original image as a grid of rectangles, each assigned a color. (The rectangles correspond to
the pixels.) Each such rectangle in the image corresponds to a parallelogram in the plane of the whiteboard.
The perspective-free image is created by painting each such parallelogram the color of the corresponding
rectangle in the original image.

Forming the perspective-free image is easy once we have a function that maps pixel coordinates to the
coordinates of the corresponding point in the plane of the whiteboard. How can we derive such a function?

The same problem arises in using a wiimote light pen. The light from the light pen strikes a particular
sensor element of the wiimote, and the wiimote reports the coordinates of this sensor element to the computer.
The computer needs to compute the corresponding location on the screen in order to move the mouse to
that location. We therefore need a way to derive the function that maps coordinates of a sensor element to
the coordinates in the computer screen.

The basic approach to derive this mapping is by example. We find several input-output pairs—points in
the image plane and corresponding points in the whiteboard plane—and we derive the function that agrees
with this behavior.

1 The camera basis
We use the camera basis a1, as, az where:

e The origin is the camera center.

e The first vector a; goes horizontally from the top-left corner of the whiteboard element to the top-right
corner.

e The second vector as goes vertically from the top-left corner of whiteboard to the bottom-left corner.

e The third vector az goes from the origin (the camera center) to the top-left corner of sensor ele-
ment (0,0).
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This basis has the advantage that the top-left corner of sensor element (z1,x2) has coordinate represen-
tation (z1,x2,1).

2 The whiteboard basis
In addition, we define a whiteboard basis ¢y, ca, c3 where:
e The origin is the camera center.
e The first vector ¢; goes horizontally from the top-left corner of whiteboard to top-right corner.
e The second vector ¢y goes vertically from the top-left corner of whiteboard to the bottom-left corner.

e The third vector ¢ goes from the origin (the camera center) to the top-right corner of whiteboard.

As we will see, this basis has the advantage that, given the coordinate representation (y1,ys2,ys) of a
point q, the intersection of the line through the origin and q with the whiteboard plane has coordinates

(yl/ysayz/ys,ys/%)-



3  Mapping from pizels to points on the whiteboard

Our goal is to derive the function that maps the representation in camera coordinates of a point in the image
plane to the representation in whiteboard coordinates of the corresponding point in the whiteboard plane.
At the heart of the function is a change of basis. We have two coordinate systems to think about, the
camera coordinate system, defined by the basis a1, as, as, and the whiteboard coordinate system, defined
by the basis ¢1, ¢2, c3. This gives us two representations for a point. Each of these representations is useful:

1. It is easy to go from pizel coordinates to camera coordinates: the point with pixel coordinates (z1,x2)
has camera coordinates (z1, 22, 1).

2. It is easy to go from the whiteboard coordinates of a point q in space to the whiteboard coordinates of
the corresponding point p on the whiteboard: if q has whiteboard coordinates (y1,ys2,ys) then p has
whiteboard coordinates (y1/ys, y2/ys3, y3/y3)-

In order to construct the function that maps from pixel coordinates to whiteboard coordinates, we need to
add a step in the middle: mapping from camera coordinates of a point q to whiteboard coordinates of the
same point.

To help us keep track of whether a vector is the coordinate representation in terms of camera coordinates
or is the coordinate representation in terms of whiteboard coordinates, we will use different domains for
these two kinds of vectors. A coordinate representation in terms of camera coordinates will have domain
C={"x17,x%27,’x3’}. A coordinate representation in terms of whiteboard coordinates will have domain
R:{;y]_J , ;y2J , :ysﬁ}.

Our aim is to derive the function f : R® — R with the following spec:

e input: the coordinate representation x in terms of camera coordinates of a point g

e output: the coordinate representation y in terms of whiteboard coordinates of the point p such that
the line through the origin and g intersects the whiteboard plane at p.

There is a little problem here; if g lies in the plane through the origin that is parallel to the whiteboard
plane then the line through the origin and g does not intersect the whiteboard plane. We’ll disregard this
issue for now.

We will write f as the composition of two functions f = g o h, where

e h:RC — RE ig defined thus:

— input: a point’s coordinate representation with respect to the camera basis

— output: the same point’s coordinate representation with respect to the whiteboard basis
e g: R — R is defined thus:
— input: the coordinate representation in terms of whiteboard coordinates of a point g

— output: the coordinate representation in terms of whiteboard coordinates of the point p such that
the line through the origin and q intersects the whiteboard plane at p.

4 Mapping a point not on the whiteboard to the corresponding point on the whiteboard

In this section, we develop a procedure for the function g.

We designed the whiteboard coordinate system in such a way that a point on the whiteboard has coor-
dinate y3 equal to 1. For a point that is closer to the camera, the y3 coordinate is less than 1.

Suppose q is a point that is not on the whiteboard, e.g. a point closer to the camera. Consider the line
through the origin and q. It intersects the whiteboard plane at some point p. How to we compute the point
p from the point g7



This figure shows a top-view of the situation.
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In this view, we see the top edge of the whiteboard, a point g not on the whiteboard, and the point p on
the whiteboard that corresponds to g (in the sense that the line between the origin and g intersects the
whiteboard plane at p).

Let the whiteboard-coordinate representation of q be (y1,y2,ys). In this figure, ys is less than 1. Ele-
mentary geometric reasoning (similar triangles) shows that the whiteboard-coordinate representation of the
point p is (y1/vs, Y2/Ys3,y3/y3). Note that the third coordinate is 1, as required of a point in the whiteboard
plane.

Task 1: Write a procedure move2board(y) with the following spec:

e input: a {’y1’,’y2’,’y3’ }-vector y, the coordinate representation in whiteboard coordinates of a
point q
(Assume q is not in the plane through the origin that is parallel to the whiteboard plane, i.e. that the
y3 entry is nonzero.)

e output: a {’y1’,’y2’,’y3’}-vector z, the coordinate representation in whiteboard coordinates of
the point p such that the line through the origin and q intersects the whiteboard plane at p.

5 The change-of-basis matrix

You have developed a procedure for g. Now we begin to address the procedure for h.
Writing a point g in terms of both the camera coordinate system a1, as, as and the blackboard coordinate
system ¢1, ¢2, c3, and using the linear-combinations definition of matrix-vector multiplication, we have

T Y1
q = al as as T2 = C1 Co C3 Y2
z3 Ys
Let A= | a1 |az |as | andlet C = | ¢1| ¢z | ez |. Since the function from R? to R? defined by

y — Cy is an invertible function, the matrix C' has an inverse C~!. Let H = A~'C. Then a little algebra



shows

T 1
o Ta | = | Yo
T3 Y3

This is just a recapitulation of the argument that change of basis is matrix-multiplication.

6 Computing the change-of-basis matrix

Now that we know a change-of-basis matrix H exists, we don’t use the camera basis or the whiteboard basis
to compute it because we don’t know those bases! Instead, we will compute H by observing how it behaves
on known points, setting up a linear system based on these observations, and solving the linear system to
find the entries of H.
hyl,ﬂil h?h,wz hyhxs
Write H = | hy, 20 Pyszs  Pysizs
Y3,%1 h93»$2 hy379€3
Let g be a point on the image plane. If q is the top-left corner of pixel x1, z2 then its camera coordinates
are (z1,x2,1), and

n hy oy Pyres Py 1

Y2 | = | Pyoor Myoze hysas T2

Ys hys,rl hys-,fm hys@s 1

where (y1,y2,ys3) are the whiteboard coordinates of g.
Multiplying out, we obtain

Y1 = hyl@lxl + hthzx? + hyhzs (1)
Y2 = hyz,mxl + hy2,$2x2 + hyz,ﬂﬂs (2)
Y3 = hys a1 @1 + hyy 2502 + Rys g (3)

If we had a point with known camera coordinates and known whiteboard coordinates, we could plug in these
coordinates to get three linear equations in the unknowns, the entries of H. By using three such points, we
would get nine linear equations and could solve for the entries of H.

For example, by inspecting the image of the board, you can find the pixel coordinates of the bottom-left
corner of the whiteboard. You can do this using an image viewer such as The Gimp by opening the image
and pointing with your cursor at the corner and reading off the pixel coordinates.! I get the coordinates
x1 = 329, x5 = 597. Therefore the sensor element that detected the light from this corner is located at
(x1,22,23) = (329,597, 1) in camera coordinates.

Plugging in these values for z1, xo, we get

Y1 = Ry, 2:329 + Ay, 2,997 + Ay oy (4)
Y2 = Ryy 21329 4 Ry, 2,997 + Ry, 2o (5)
Y3 = Ryg 21329 4 Ay, 2,597 + Ry 2o (6)

Pretend we knew that the whiteboard coordinates for the same point were (0.2,0.1,0.3). Then we could plug
these values into the equations and obtain three equations in the unknown values of the entries of H. By
considering other points in the image, we could get still more equations, and eventually get enough equations
to allow us to solve for the entries of H. This approach consists in learning the function A from input-output
pairs (z,y) such that h(z) = y.

The bad news is that we don’t know the whiteboard coordinates for these other points. The good news
is that we can use a similar strategy, learning the function f from input-output pairs such that f(x) = y.
For example, if x is (329,597,1) then y = f(x) is (0, 1,1).

IThere are simpler programs that can be used for the same purpose. Under Mac OS, you don’t need to install anything: the
tool for making a screenshot of a rectangular region can be used.



How can we use the knowledge of input-output pairs for f to calculate the entries of H? We need to do
a bit of algebra. Let (y1,y2,y3) be the whiteboard coordinates of the point g whose camera coordinates are
(329,597,1). We don’t know the values of y1,y2,ys but we do know (from the discussion in Section 4) that

0=y1/y3
L=1y2/ys

SO
Oys = 11
lys = yo

The first equation tells us that y; = 0. Combining this with Equation 4 gives us a linear equation:

Py 01329 + Ry, 2,997 + hy, 0y =0
The second equation tells us that y3 = y5. Therefore, combining Equations 5 and 6 gives us
Py 21329 + hyy 2,597 + hyy ws = Ryy 2,329 4 Ry 2,597 4 Ry, oy

Thus we have obtained two linear equations in the unknown entries of H.
By considering the other three corners of the whiteboard, we can get six more equations. In general,
suppose we know numbers x1, X2, w1, wy such that

f([ﬂﬂl,l‘g, 1]) = [whw?v 1]

Let [y1, Y2, y3] be the whiteboard coordinates of the point whose camera coordinates are |21, z2, 1]. According
to Section 4, the whiteboard-coordinate representation of the original point p is (y1/ys, y2/y3, 1). This shows

w1 = Y1/Y3
way = Y2 /Y3
Multiplying through by y3, we obtain
w1Ys = Y1
w2Y3 = Y2
Combining these equations with Equations 1, 2, and 3, we obtain
wl(hys,fﬂlzl + hys,fw‘r? + hys-,fbs) = hyumxl + hyumx? + hyhfs
wQ(h’yS,xlml + hyS,xzmQ + hyS»JUS) = hyz,wlxl + hyz,w2x2 + hy27’£3
Multiplying through and moving everything to the same side, we obtain
(wlxl)hys,ﬂh + (w1x2)hy37$2 + wlhyaﬁﬂs - xlh?}lwfl - thylﬁfz - 1hy1,m3 =0 (7)
(w2$1)hy3,9:1 + (waQ)hy37I2 + w2hy371’33 - xlhymxl - $2hy27x2 - 1hy2,$3 =0 (8)

Because we started with numbers for x1, zo, w1, ws, we obtain two linear equations with known coefficients.
Recall that a linear equation can be expressed as an equation stating the value of the dot-product of a
coefficient vector—a vector whose entries are the coefficients—and a vector of unknowns.

Task 2: Define the domain D = R x C.
Write a procedure make_equations(x1, x2, wl, w2) that outputs a list [u,v] consisting of two D-
vectors such that Equations 7 and 8 are expressed as

u-h=0
v-h=0



where h is the D-vector of unknown entries of H.

By using the four corners of the whiteboard, we obtain eight equations. However, no matter how many
points we use, we cannot hope to exactly pin down H using only input-output pairs of f.

Here is the reason. Suppose H were a matrix that satisfied all such equations: for any input vector
x = [z1,29,1], g(Hz) = f(x). For any scalar o, an algebraic property of matrix-vector multiplication is

(aH)z = a(Hz)

Let [y1,¥2,ys] = Hx. Then a(ﬁa}) = [ay1, aya, ays]. But since g divides the first and second entries by the
third, multiplying all three entries by « does not change the output of g:

g(aHz) = g([ayr, aye, ays]) = g([y1, y2, y3))

This shows that if H is a suitable matrix for H then so is oH.

This mathematical result corresponds to the fact that we cannot recover the scale of the whiteboard from
the image. It could be a tiny whiteboard that is very far away, or a huge whiteboard that is very close.
Fortunately, the math also shows it doesn’t matter to the function f.

In order to pin down some matrix H, we impose a scaling equation. We simply require that some entry,
say the (°y1’, ’x1’) entry, be equal to 1. We will write thisasw-h =1

Ungraded Task: Write the D-vector w with a 1 in the (°y1°, ’x1°’) entry.

Now we have a linear system consisting of nine equations. To solve it, we construct a {0,1,...,8} x D
matrix L whose rows are the coefficient vectors and we construct a {0,1,...,8}-vector b whose entries are
all zero except for a 1 in the position corresponding to the scaling equation.

Task 3: Here are the pixel coordinates for the corners of the whiteboard in the image.

top left 21 = 358,12 = 36
bottom left | xy = 329, x5 = 597
top right x1 = 592, 29 = 157
bottom right | z; = 580, x5 = 483

Assign to L the {0,1,...,8} x D matrix whose rows are, in order,
e the vector u and the vector v from make_equations(x1l, x2, wl, w2) applied to the top-left corner,

e the vector u and the vector v from make _equations(xl, x2, wl, w2) applied to the bottom-left
corner,

e the vector u and the vector v from make equations(xl, x2, wl, w2) applied to the top-right
corner,

e the vector u and the vector v from make_equations(x1l, x2, wl, w2) applied to the bottom-right
corner,

e the vector w from the above ungraded task.

Assign to b the {0,1,...,8}-vector b whose entries are all zero except for a 1 in position 8.

Assign to h the solution obtained by solving the equation Lh = b. Verify for yourself that it is indeed a
solution to this equation.

Finally, assign to H the matrix whose entries are given by the vector h.



7 Image representation

Recall the image representation used in the 2D geometry lab. A generalized image consists of a grid of
generalized pixels, where each generalized pixel is a quadrilateral (not necessarily a rectangle).

The points at the corners of the generalized pixels are identified by pairs (z,y) of integers, the pixel
coordinates.

Each corner is assigned a location in the plane, and each generalized pixel is assigned a color. The
mapping of corners to points in the plane is given by a matrix, the location matriz. Each corner corresponds
to a column of the location matrix, and the label of that column is the pair (x,y) of pixel coordinates of the
corner. The column is a {’x’,’y’, ’u’ }-vector giving the location of the corner. Thus the row labels of the
location matrix are ’x’, ’y’, and ’u’.

The mapping of generalized pixels to colors is given by another matrix, the color matriz. Each generalized
pixel corresponds to a column of the color matrix, and the label of that column is the pair of pixel coordinates
of the top-left corner of that generalized pixel. The column is a {’r’,’g’,’b’}-vector giving the color of
that generalized pixel.

The module image_mat_util (from the Geometry Lab) defines the procedures

e file2mat(filename, rowlabels), which, given a path to a .png image file and optionally a tuple of
row labels, returns the pair (points, colors) of matrices representing the image, and

e and mat2display(pts, colors, row_labels), which displays an image given by a matrix pts and a
matrix colors and optionally a tuple of row labels. There are a few additional optional parameters
that we will use in this lab.

As in the 2D geometry lab, you will apply a transformation to the locations to obtain new locations, and
view the resulting image.
8 Synthesizing the perspective-free image

Now we present the tasks involved in using H to create the synthetic image.

Ungraded Task: Construct the generalized image from the image file board.png:

(X_pts, colors) = image_mat_util.file2mat(’board.png’, (°x1’,’x2’,’x37))

Ungraded Task: The columns of the matrix X_pts are the camera-coordinates representations of points
in the image. We want to obtain the board-coordinates representations of these points. To apply the
transformation H to each column of X_pts, we use matrix-matrix multiplication:

Y_pts = H * X_pts

Task 4: Each column of Y_pts gives the whiteboard-coordinate representation (y1, y2, y3) of a point g in the
image. We need to construct another matrix Y_board in which each column gives the whiteboard-coordinate
representation (y1/ys,y2/ys, 1) of the corresponding point p in the plane containing the whiteboard.

Write a procedure mat_move2board(Y) with the following spec:

e input: a Mat each column of which is a >y1’,’y2’,°y3’-vector giving the whiteboard coordinates of
a point g

e output: a Mat each column of which is the corresponding point in the whiteboard plane (the point of
intersection with the whiteboard plane of the line through the origin and g



Here's a small example:

>>> Y_in = Mat(({’y1’, ’y2’, ’y3’}, {0,1,2,3}),
{Cy1°,0):2, (°y2’,0):4, (°y3’,0):8,
(’y1’,1):10, (°y2’,1):5, (°y3’,1):5,
Cy12,2):4, (°y2?,2):25, (°y3’,2):2,
(’y1°,3):5, (°y2’,3):10, (°y3’,3):4})

>>> print(Y_in)

01 2 3
yi | 210 4 5
y2 | 4 52510
y3 | 8 5 2 4

>>> print (mat_move2board(Y_in))

yi | 0.252 21.25
y2 | 0.5112.5 2.5
y3 | 11 1 1

Once your mat_move2board procedure is working, use it to derive the matrix Y_board from Y_pts:
>>> Y_board = mat_move2board(Y_pts)

One simple way to implement mat_move2board(Y) is to convert the Mat to a column dictionary (coldict),
call your move2board (y) procedure for each column using a comprehension, and convert the resulting column
dictionary back to a matrix.

Ungraded Task: Finally, display the result of

>>> image_mat_util.mat2display(Y_board, colors, (’y1’, ’y2’, ’y3’),
scale=100, xmin=None, ymin=None)

Ungraded Task: If you have time, repeat with cit.png. This is a picture of Brown University's Computer
Science building. Select a rectangle on a wall of the building (e.g. one of the windows), and define a coordinate
system that assigns coordinates (0,0,1), (1,0,1),(0,1,1),(1,1,1) to the corners of the rectangle. Then find
out the pixels corresponding to these points, and so on.
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